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Abstract. Functionality is one of the key concepts in understanding an artifact 
and in engineering domain knowledge. Although the importance of sharing of 
engineering knowledge in industry has been widely recognized, from our ex-
perience with collaborative research with a production company, industrial en-
gineers have had difficulty in sharing engineering knowledge including func-
tionality. To promote the sharing of the engineering knowledge from the 
viewpoint of functionality, we have established an ontology-based knowledge 
modeling methodology for functional knowledge, which has been successfully 
deployed in a production company. It consists of two ontologies to capture 
functionality and the specifications for modeling processes. This paper summa-
rizes these ontologies and its deployment, and discusses the modeling process 
based on the ontologies, which includes detailed modeling steps, types of func-
tional knowledge, and ontological guidelines.  

1. Introduction 

Understanding an artifact is a major part of domain knowledge. Functionality is one 
of the key concepts in understanding an artifact. While there is no common under-
standing of what a function is [1-4], people share the idea that functional knowledge 
is tightly related to design intention. In contrast to objective data about an artifact 
such as dimension, shape and structure, recognition of functionality is dependent on 
systems, environments or situations in which they are embedded. A function of a de-
vice explains what users can get using it in an environment (effects or worth of the ar-
tifact). A function of a component embedded in a system explains why the component 
exists in the system and how it contributes to achieving the system’s whole-function. 
In the problem of design and manufacturing, such functional knowledge represents 
designer’s intention (so-called design rationale (DR)). It plays a crucial role in engi-
neering tasks such as designing and trouble shooting by engineers [1-5] as well as un-
derstanding artifacts by users. 

The importance of the knowledge management (KM) of engineering knowledge in 
industry is widely recognized. The recent CAD systems and computer network tech-
nologies enable engineers to share the objective data of an artifact such as shape so-
called Product Data Management (PDM). The current KM technology relies mainly 
on searching documents by keywords. From our experience with collaborative re-
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search with a production company, however, industrial engineers have had difficulty 
in sharing the engineering knowledge among them for long years. They have been 
regularly writing various kinds of technical reports for each of the jobs such as design 
review and maintenance. Such documents include real “know-how” in order to keep 
qualities and avoid troubles. Nevertheless, few of them are retrieved (and reused) by 
other engineers using the search technologies, because many of these documents are 
specific to each product from own viewpoint of each engineer. One of its reasons is 
the lack of semantic constraints (or guidelines) on document contents. We argue that 
ontologies of functionality can provide semantic constraints/guidelines on knowledge-
contents as we will discuss its needs in the next section. 

To promote the sharing of the engineering knowledge of artifacts from the view-
point of functionality, our goal here is to establish an ontology-based knowledge mod-
eling methodology for functional knowledge. We have developed two ontologies to 
capture functionality, i.e., the extended device ontology [6] for capturing the target 
world and the functional concept ontology [7] for rich generic functions of compo-
nents. In addition to these ontologies, specification on the knowledge-modeling proc-
ess plays a crucial role in the practice of knowledge management. It includes steps for 
knowledge authoring, the types of functional knowledge to be modeled in each step, 
and ontological guidelines. The modeling methodology has been successfully de-
ployed in a production company [8]. In the deployment, it has been understood that 
such specification is one of its success factors. 

This paper discusses the ontology-based modeling methodology for functional en-
gineering knowledge. We overview the ontologies and its deployment in industry as a 
success story of Ontological Engineering. In Ontological Engineering research, how 
to use ontologies in real situations in industry is an important issue as well as theory, 
methodology and tools. The main topic of this paper is the specification on the model-
ing processes and guidelines based on the ontologies. The specification has been used 
in the deployment but has not been reported yet. Although we have reported the con-
tents of ontologies in [6,7] and the deployment in [8], we summarize them from the 
viewpoint of knowledge modeling. 

This paper is organized as follows. The next section discusses the needs of ontolo-
gies for functionality. Section 3 provides an overview of the ontologies for capturing 
functionalities. Section 4 discusses the modeling process based on these ontologies. 
Section 5 presents its successful deployment with our analysis of the success factors. 
Section 6 discusses related work, limitations, and application domains for our ontolo-
gies. Section 7 concludes the paper. 

2. Needs of Ontologies for Functionality  

A great deal of work on domain ontologies in the engineering domain has been done 
[9-11]. These, however, have mainly been concerned not with teleological functional-
ity but objective structures and behaviors. On the other hand, although a great deal of 
research on the functionality of engineering products has been conducted in engineer-
ing design research [3,5,12,13], functional representation research [1,2,4,15-21], and 
value engineering [22], there have been few ontological considerations [4,23,24]. 
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We think there is a considerable gap between such theoretical research and practice 
in industry. Here, we present two examples that demonstrate the difficulty in func-
tional knowledge modeling and then the needs of ontologies. Firstly, functionality in 
Value Engineering is represented in “verb+noun” style [22] and on the basis of this, 
one might describe “to weld metals” is a function of a manufacturing machine as a 
keyword for its document. However, “to weld metals” implies both the metals are 
joined and their parts are fused. From the viewpoint of functionality in manufacturing, 
joining is only the goal the designer intends to attain, while the fusion can be regarded 
as a characteristic of “how to achieve that goal”. In fact, the same goal, “to join”, can 
be achieved in different ways (e.g., using nuts & bolts) without the fusion. When a 
designer looks for different ways to achieve a goal function by specifying the function 
as a keyword, his/her capturing it as “to join” instead of “to weld” enables him/her to 
find “nuts & bolts” as a possible alternative to “welding”. This example demonstrates 
the importance of the concept of functionality in reusable functional knowledge.  

The well-known systematic design methodology in [5], on the other hand, includes 
hierarchical structures of functionality based on input-output relations (so-called func-
tional decomposition). However, this is not easy to describe such functional models. 
For the same welding machine, one might describe “to put objects together”, “to make 
an arc”, and “to leave them” as sub-functions (decomposed micro-functions) of the 
goal function “to join”. These sub-functions certainly describe decomposition of the 
input-output relation. However, there is an implicit intermediate function “to heat ob-
jects” between “to make an arc” and the goal function. In fact, “to heat objects” can 
be achieved by “to make current flow” instead of “to make an arc”. This second ex-
ample demonstrates the importance of practical specifications for functional decom-
position, in addition to standard specifications as decomposition of input-output. 

These suggest the necessity for practical specifications for the content of functional 
knowledge and of how to describe it. The former can be specified as ontologies, i.e., 
“explicit specifications of conceptualization” [25]. Ontologies can provide fundamen-
tal concepts for capturing the target world in a consistent way and a vocabulary to de-
scribe the knowledge. The latter means specifications for modeling processes, which 
include steps for knowledge authoring and ontological guidelines. Ontologies specify 
the results of knowledge modeling and thus need detailed modeling steps, which are 
theoretically justified by the ontologies. We developed the two ontologies to specify 
knowledge content and the functional-knowledge modeling process.  

3. Ontologies to Capture Functionality 

Fig. 1 outlines our framework for functional modeling based on the ontologies. It has 
two levels, i.e., the behavioral and the functional ( ‘a’ axis ). The extended device on-
tology [6] provides fundamental concepts such as “device” mainly for the behavioral 
level. (Terms in bold letters are defined in the ontology). The functional concept on-
tology [7] provides a vocabulary for describing the functional-level model and maps 
between behaviors and functions.  

At the behavioral level, the model is objective without the designers’ intentions. It 
consists of devices, connections between devices (‘b’ axis), assembly (or aggrega-
tion) relations of devices (‘c’ axis), and behaviors of entities. The “behavior” of a de-
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vice is defined as the objective interpretation of its input-output relation considering it 
as a black box. Each device is connected to another through its input or output ports. 
A device plays a role as an agent (or actor) that changes the states of what is input 
(called operand, i.e., what is being processed by the device) such as fluid, energy, 
motion, force, and information. The input-output relation of the behavior is, more 
precisely, the difference between the states of the operand at the input port and that at 
the output port (called IO-State). A device can be a mechanical element, a mechani-
cal pair, a component, an assembly, or a system.  

Fig. 2 shows definitions of such concepts in the extended device ontology in an on-
tology editor of an environment for building/using ontology named Hozo [26]. The 
ontology editor basically supports frame-based representation with slots. Concepts are 
represented as frames (denoted by nodes in Fig. 2) with slots (right-angled link) and 
the is-a relations among concepts (straight link with “is-a”). Concepts are categorized 
into the wholeness concepts composed of part concepts (shown in the left pane in the 
screen snapshot in Fig. 2) and the relation concepts between the concepts (the right 
pane). A wholeness concept has slots of part concepts (part-of relation denoted by 
right-angled link with “p/o”) and slots of attributes (“a/o”). A relation concept has 
slots of participant concepts (participate-in relation. denoted by “p/i”) and the attrib-
ute-slots. One of the features of Hozo is theoretical treatment of role concepts with 
slots. By role we mean here such a concept that an entity plays in a specific context 
and cannot be defined without mentioning external concepts [26], which is similar to 
the definitions in the literature [27,28]. For example, a man (class constraint for role) 
can play “husband role” (role concept) in a “marriage” relation (role context), who is 
called “husband” (role holder). It can be defined as that the “marriage” relation con-
cept has two participate-in slots; i.e., the “husband” slot (“man” as a class constraint, 
“husband-role” as a role concept and “husband” as a role-holder) and the “wife” slot 
(“woman”, “wife-role” and “wife”, respectively). These roles can be defined also with 
part-of relation of the “married couple” which is a wholeness concept corresponding 
to the “marriage relation”. For details of Hozo, see [26]. 

In the definition of the extended device ontology in Fig. 2, the device concept is 
defined as a role-holder in behavioral-relation between two physical-entities (Note 
that we assume this concept is a sub-class of more generic concept in an upper ontol-
ogy). One of them plays the “agent” role, which is called device. It operates the other 
entity (operand which is another role-holder) and changes its physical attributes. The 
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Fig. 1. Structure of a Functional Model 
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physical-entity as an operand has IO-States, which represents values of physical-
attributes at a port of a device. The pairs of IO-States at input ports of a device and 
those at output ports of the same device are defined as behavior. A physical-entity 
has a set of kinds (denoted by #) of physical-attributes (i.e., not instances of physical-
attributes but pointers to the class) for description of qualitative relations between the 
physical-attributes.  

We extended the conventional device-centered ontologies (e.g., in [9,11,23]) origi-
nating from systems dynamics theory by redefining the concepts of behavior, con-
duit, and medium. We categorized the meanings of behavior into four types [6]. The 
definition above (called B1 behaviour) is distinguished from the other three for cap-
turing functionality. A conduit (e.g., a pipe and a shaft) is defined as a special device 
that transmits an operand without any change in an ideal situation. A medium (e.g., 
steam for heat energy) is something that holds an operand and enables it to flow be-
tween devices. In Fig. 2, medium is defined as a role-holder which carries another 
physical-entity(operand) in carrying-relation. The refined definition enables us to 
cope with mechanical domains that seemingly do not fit device ontology [29]. 

The functional level represents the “teleological” description of a system with the 
designer’s intention. We define a “function” of a device as a conceptualization of the 
teleological interpretation of its “behavior” with the intended goal [7]. We have de-
fined about 220 generic functions such as “to give energy” and “to split things” 
(called functional concepts) in the functional concept ontology. The definition is in 
terms of FTs (Functional Toppings), which represent information about the teleologi-
cal interpretation of (mapping to) a behavior according to the designers’ intentions. 

The vertical axis denoted ‘c’ at the functional level in Fig. 1 represents aggregation 
(or decomposition) of functions, that is, a sequence of micro(sub)-functions achieves 
a macro(whole)-function, which we call the “is-achieved-by” (a kind of part-of) rela-
tion. It corresponds to function decomposition [5], whole-part relation [19] and “de-
gree of complexity” [3]. In addition to such a description of “how to achieve the func-
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Fig. 2. Portion of the extended device ontology defined using Hozo 
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tion” (we call a method), the concept “way of function achievement” represents the 
conceptualization of background knowledge for function decomposition such as 
physical principles, which represents “why the sequence of micro-functions can 
achieve the macro-function”. The conceptualization of the way concept helps us dis-
tinguish “how to achieve and why” (way) from “what is intended to be achieved” 
(function). For example, the example of “to weld” in Section 2 can be described as fu-
sion way of the joining function. The fusion way has specific characteristics of the 
output that the operands are fused and they are hard to be separated. Although a func-
tional concept “to join” loses some amount of information of “to weld”, what is loses 
goes to the characteristics of the fusion way. As a total, functional concepts are suc-
cessfully made very generic without any loss of information. In the fusion way, the 
joining function (a macro-function) can be achieved by three micro-functions; “make 
distance between operands zero”, “melt parts of them” and “solidify them”. The heat-
ing function in Section 2 is the sub-function of the melting function and can be 
achieved in the arc way. How to describe such function decomposition tree will be 
discussed in the following section using another example. 

In Hozo, a functional decomposition tree is described as a model composed of in-
stances of the functional classes defined in the ontologies. For example, functions in a 
functional decomposition tree are instances of the generic functional-concept classes 
and should satisfy necessary conditions of their definitions. The concept of “way of 
function achievement” is defined as a relation concept between functions. It governs 
the aggregation relations between functions. 

4. Ontology-based Modeling Process 

On the basis of these two ontologies as theoretical background, we have developed a 
modeling methodology that consists of types of functional knowledge, specifications 
for modeling processes (Fig. 3), and guidelines for descriptions (Table 1). Fig. 3 out-
lines a modeling process from a functional model of a concrete artifact to organized 
generic knowledge. Each node represents an activity by the knowledge authors at 
each step. An activity consists of some sub-activities in sub-steps (this task decompo-
sition is denoted by lines with diamonds from left to right). Table 1 lists some of the 
guidelines for describing the function decomposition tree based on the ontologies. 
Here, we use a production machine called a wire-saw as an example, which is shown 
in Fig. 4. This is adapted from the deployment discussed in Section 5. It is designed to 
slice semiconductor ingots with friction by moving wires. We extended the rough 
steps reported in [30] and clarified the guidelines.  

4.1 Clarifying System 

The first step (#1 in Fig. 3) involves analyzing the system to be described and clarify-
ing it. The first sub-step (#1-1) involves determining the boundaries for the model, 
i.e., criteria for judging whether a thing (a component etc.) will be modeled or not. If 
not, it will be treated as an external factor to the modeled system. The boundaries are 
spatial and temporal. The temporal boundary is important to distinguish the design 
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process, manufacturing process, and product functioning process as shown in the 
guidelines F2 in Table 1.  

The second sub-step (#1-2) is to identify physical things participating in the proc-
ess (called participants) in the boundaries and then assign a role to each of them ac-
cording to the extended device ontology discussed in Section 3 and guidelines F2, F3, 
and S3. Because decomposition has not yet been done at this point, the major (larger 
grain-sized) components (devices) are identified. In the wire-saw example in Fig. 4, 
the major components include the motor and the roller. The ingot is obviously an op-
erand. However, the wire can be a problem in that it can be considered an agent (to 
exert force on ingots), an operand (to be moved by roller), or a conduit (to transmit 
tension). According to the semantic constraints in the extended device ontology, one 
possible consistent role-assignment is to decompose the wire into two parts, a work-
ing wire as an agent and a transmitting wire as both a medium and a conduit. The ex-
tension of the device ontology accepts the last situation.  

4.2. Describing Function Decomposition Tree 

The second step (#2) is to describe the function decomposition tree of the target sys-
tem (denoted (a) in Fig. 3) at the functional level in Fig. 1. It consists of a macro-
function, sub(micro)-functions, relations between sub-functions, and ways of function 
achievement. Figure 4 shows (a) the initial model and (b) the revised one for the func-
tion decomposition tree of the wire-saw.  
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(1)Identifying Whole Function 
The first sub-step (#2-1) is to “identify the whole function” of the system according to 
F1-F4. Here, “the way of function achievement” discussed in the previous section 
plays an important role. In the example, the whole function is not “to slice” but “to 
split”, because “to slice” implies “how to split” and provides specific information 
about the thinness of the split part. The former information is regarded as the way of 
function achievement. The goal of slicing here can be considered to be “to split a part 
from the target operand (i.e. ingot)”. It makes it possible to select other ways instead 
of “slicing” in the design. In reality, slicing with wire is not single way of function 
achievement but a composite as will be discussed later.  

The latter information (i.e., thinness), on the other hand, is regarded as the quanti-
tative degree of a function. Each way of function achievement has specific value of at-
tributes like it. Then, such information can be used as conditions to select the way 
from all available ways of function achievement.  

Table 1. Guidelines for function decomposition tree 

F. About functions and behaviors 
F1. A function represents “what to achieve” only and does not imply “how to achieve”. 
 F1-1. A device is a black-box. The inside is not shown at a level. 
F2. A function represents (a teleological interpretation of) changes in physical things within  

the system boundary. 
 F2-1. Do not describe the designer’s activities. 
 F2-2. Distinguish product’s functions, manufacturing processes, and recycling activities.  
 F2-3. Determine a system boundary with a pre- and post-process. 
F3. Agent of functions should be a “device” in the physical world. 
 F3-1. A human operator can be regarded as a “device”. 
 F3-2. Designers and manufacturer should be distinguished. 
 F3-3. Sizes of devices decrease in function decomposition.  
 F3-4. A device can be virtual and dynamic.  
F4. Decompose functions which imply kinds of operands and/or degrees of results for functions. 
 F4-1. Such implications are represented as attributes of ways of function achievement 

 
S: About relations between sub-functions 
S1. Identify states of operands that flow sub-functions. 
S2. Time passes along this relation. 
S3. Roles of things as operands should not be changed in a series of functions. 

 
A: About “is-achieved-by” relation and way of function achievement 
A1.The “is-achieve-by” relation represents aggregation 
 A1-1. The total changes in sub-functions should correspond to changes in the whole function. 
 A1-2. This relation does not imply a time interval. 
 A1-3. This relation is not an “is-a” relation. 
A2. A sub-function should explicitly contribute to a macro-function. 
 A2-1. Explicate implicit sub-functions. 
A3. The way of function achievement represents a single principle. 
 A3-1. Decompose compound principles 
 A3-2. Distinguish them from other ways at the principle level.  
 A3-3. If possible, conceptualize neither tools nor operands but principles  
 A3-4. A way should refer to a direct macro-function. 
A4. Distinguish supplementary functions from essential functions. 
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(2) Decomposing Functions 
The second sub-step (#2-2) involves decomposing the whole function (generally, a 
macro-function) into sub (micro)-functions that can achieve the macro-function. 
When one regards it as a design activity, it corresponds to function decomposition [ 5]. 
After the modeler has tried to identify the sub-functions (step #2-2-1), important steps 
are to check the relations among sub-functions (as step #2-2-2) according to the S1-S3 
guidelines and to check the relations between sub-functions and the whole-functions 
(as step #2-2-3) according to the A1-A4 guidelines.  

As we can see from Fig. 4(a), one might describe “to move table to wire” and “to 
move wire” as sub-functions. However, against A2, why these two sub-functions can 
perform the whole function is not clear. Moreover, against S2, it is unclear which op-
erands flow between the two sub-functions. One reason is that there is a missing sub-
function, “to exert vertical force to ingot and wire”. The original sub-function “to 
move table to wire” contributes to the vertical-force sub-function. The other missing 
sub-functions are found in the next sub-step. 

(3) Describing Ways of Function Achievement  
The third sub-step (#2-3) involves describing the ways of function achievement. The 
modelers identify a physical principle that can achieve the whole(macro-) function 
and conceptualize it (#2-3-1). Then, the attributes of the way are described (#2-3-2). 
Next, such descriptions are checked according to A3 (#2-3-3). As a result of identify-
ing the way, the functions are sometimes changed (#2-3-4). To further decompose 
sub-functions, steps #2-2 and #2-3 are done recursively. 

In the wire-saw example, the wire-saw way does not involve a single way but a 
composite of three ways, i.e., the removal way of splitting, the physical force way of 
losing combinatorial force of a part (kerf loss, i.e., the part lost by cutting), and the 
linear friction way of exerting force. Splitting is achieved in two sub-functions; losing 
the combinatorial force of the kerf-loss and moving it away. This way to achieve the 
function is conceptualized as the removal way based on separating the kerf loss part.  
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Fig. 4. A function decomposition tree of a wire-saw for slicing ingots (portion) 
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(4) Describing Supplementary Functions 
The last sub-step (#2-4) involves adding supplementary functions that are not essen-
tial but provide additional effects to improve efficiency and/or to prevent faults. In 
other words, we recommend describing essential sub-functions only until this step, 
because this clarifies the principles for achievement. In this paper, we have omitted 
this aspect but it is reported in another [31]. 

4.3. Describing General Function Decomposition tree 

A general function decomposition tree (b) includes possible alternatives to achieving 
functions in an OR relationship. In the first sub-step (#3-1), the function decomposi-
tion tree described in the previous step (#2) is expanded by adding other ways of func-
tion achievement for each function decomposition. Then, the way of function 
achievement in the original function decomposition tree are revised by comparing 
with principles for the other ways (#3-2). This step can be omitted.  

4.4. Generalizing Ways of Function Achievement 

A concrete way in a (general) function decomposition tree can be generalized into a 
generic way in steps #4-1 and #4-2. Generic ways are called functional way knowl-
edge and they consist of a macro-function, a set of sub (micro)-functions, temporal 
and causal constraints among sub-functions, principles of achievement, conditions for 
use of the way (e.g., the specific class of operands (e.g., solid objects) which can be 
changed in the way), and quantitative characteristics of the way (e.g., accuracy, cost, 
time, amount of change (e.g., limitation of thinness for splitting)). Although this in-
cludes a description of the method to achieve functions, we called it the “way”, focus-
ing on the fact that it includes a description of the principles of achievement. 

Then, ways to achieve the same function are organized in is-a relations according 
to their principles (called an is-a hierarchy of ways of function achievement (c) in Fig. 
3 and Fig. 5) in step #4-3. We distinguish the organization as an is-a hierarchy from 
the other derivative organizations depending on the viewpoint. Such ad-hoc trees can 
be reorganized by a functional-way server according to the given viewpoint [32]. 

Figure 5 details is-a hierarchies of ways to achieve split functions and others. They 
have been generalized from the specific ways used in the wire-saw example in Fig. 4 
and from other cutting machines such as water-jet cutting and electrolysis cutting. 
Conventional organization of ways of cutting in a textbook of the field relies on “what 
is used for” against guideline A3-3. Figure 5 shows explicit differences between the 
wire-saw and other cutting devices. The wire-saw uses the three ways marked with as-
terisks. Moreover, ways of exerting force can also be used in other appliances, e.g., 
washing machines. In a screw-type washing machine, for example, dirt is separated 
from cloth by random frictional force caused by the rotating screw. This kind of 
knowledge is general and can be applied to different domains.  



11 

4.5. Types of Knowledge 

Note that these types of trees concerning functions (Fig. 3) are different. Function de-
composition tree (a) represents is-achieved-by (a kind of part-of) relations among 
functions. The is-a hierarchies of ways (c) represent an abstraction of the key infor-
mation about how to achieve the function, while the is-a hierarchies in the functional 
concept ontology represent abstractions of functions themselves, i.e., the goals that 
are achieved. Moreover, there are a huge numbers of ways for a function in nature, 
while the numbers of functional concepts are small. 

The modeling process discussed in this section is used to describe functional 
knowledge from the bottom-up from scratch. When the general functional way 
knowledge is available, the modeler can use this to describe the function decomposi-
tion tree and/or add a new way of function achievement to an existing general func-
tion decomposition tree or an existing is-a hierarchy. Moreover, the steps; #2-1 and 
#2-2 can be done in reverse, i.e., from micro-functions to macro-functions from the 
bottom up. The functions of components can be aggregated into macro-functions. In 
reality, both directions are mixed in the modeling process. 

5. Deployment 

The ontology-based modeling methodology discussed thus far has been deployed 
since May, 2001 at the plant and production systems engineering division of Sumi-
tomo Electric Industries, Ltd. (hereinafter referred to as SEI) [8]. A knowledge man-
agement software named SOFAST has been developed based on part of the method-
ology and then deployed since December, 2002. Currently about 50 people in three 
factories use SOFAST in their daily tasks. The targets are manufacturing equipment 
mainly used in semiconductor manufacturing processes including the wire-saw shown 
in Figure 4, a wafer polisher, an optical fiber connector adjusting machine, and in-
spection machines. SOFAST has been used by 13 other companies since April, 2003 
some of which use it in actual work. The followings summarize some of usages and 
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Fig. 5. Example of organizing generic ways of function achievement in is-a hierarchies 



12 

effects in the deployment.  
SOFAST is designed to support the description of functional knowledge and shar-

ing the knowledge in an intra-network. It consists of client software and knowledge 
repositories. Using the client software, a user can describe function decomposition 
trees through a graphical user-interface and store them in the repository. Then, all us-
ers can search ways of function achievement in the repository to achieve the function 
of interest by specifying a goal function. 

One of use of the function decomposition tree is to clarify functional knowledge, 
which is implicitly possessed by each engineer, and share it with other engineers. The 
experiential evaluation by Sumitomo’s engineers was unanimously positive. Writing a 
function decomposition tree according to the methodology gives designers the chance 
to reflect on good stimuli, which leads them to an in-depth understanding of the 
equipment. This is because such a function decomposition tree shows the designer’s 
intentions on how to achieve the goal function and justify design decisions, which are 
not included in the structural or behavioral models.  

Such a deep understanding contributes to redesigning and solving problems with 
the equipment. For example, an engineer was not able to reduce the time a machine 
requires to polish semiconductor wafers after four months of investigation by adjust-
ing the known working parameters. He consequently described its function decompo-
sition tree, by referring to that of the wire-saw in Fig. 4. Although these two devices 
have the different main functions, he found the shared function “to maintain a large 
friction coefficient” and its sub-function “to place diamond powder between wafers 
and the table”. As a result, he became aware of an implicit function and its parameters 
for placing more diamond powder to obtain a high friction coefficient. Eventually, he 
reduced the necessary time to 76%, which was better than the initial goal. This im-
provement was achieved within three weeks. 

The general function decomposition tree can be used to compare design candidates 
by explicating different ways to achieve functions. It contributes to patent analysis 
and patent applications. In communications between engineers and patent attorneys in 
applying for a new patent, it is difficult to determine the product’s originality and to 
make appropriate claims. When the general function decomposition tree has been 
adopted as regular document format of documents for a patent application, the period 
was reduced to just one week from three or four weeks. Moreover, the patent claims 
were increased and doubled in some cases, since the attorneys found extra differences 
with other patents by checking at each level of function decomposition. The same 
benefit was found by another company in the users’ group. 

Generic knowledge about ways of function achievement help designers search 
ways to achieve a function and/or alternatives in an existing product. In deployment, a 
novice engineer developed an inspection machine in three days by systematically con-
sulting generic ways of shedding light in the knowledge repository of SOFAST. Such 
development usually requires experts two weeks. 

The success factors for deployment can be summarized as (1) clear discrimination 
between function (goal) and way (how to achieve the goal) and (2) clear discrimina-
tion among the is-a relation of functions, that of ways, and the is-achieved-by (a kind 
of part-of) relations of functions. The modeling steps and guidelines based on these 
discriminations provide hints to users to interpret how a device works consistently. 
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6. Related Work and Discussion 

The target knowledge of this research is functionality of physical artifacts. It is “do-
main” knowledge of design problem-solving or diagnosis. It is different from “task” 
knowledge of designing or diagnosing, which is activity of human or automated prob-
lem-solvers. In the task ontology research, generic tasks and generic problem-solving 
methods (PSMs) are proposed (e.g., [33]). If one ignores the difference between do-
main and task, the generic tasks and the generic methods are similar to our generic 
functions and generic ways of function achievement, respectively. We focus on struc-
turing knowledge about how to achieve functions (activities in domain world). We 
conceptualize the principle behind the sequence of activities (called method in both 
researches) as the way of function achievement. It helps us organize them in is-a hier-
archies, though PSMs for a specific task are usually not organized well. Moreover, we 
distinguish function at the teleological level from behaviors at the objective level.  

Behavior of artifacts in our work is a kind of “process” by which we intuitively 
mean a sequence of state changes over time. We concentrate on physical process 
which represents temporal changes of physical quantities as we discuss in the follow-
ing paragraphs. On generic “process”, extensive research has been done. The process 
specification language (PSL) [34] defines “activity” as a basic concept and temporal 
relationships between them. Although it has the theory on sub-activities, it includes 
neither the concept of way nor generic activities. Formal ontologies for processes 
have been investigated (e.g., [35]). The MIT process handbook treats business activi-
ties [36]. It includes taxonomy of basic business activities. Some activities such as 
“buy in a store” in specialization of activities, however, imply “how to achieve” like 
“welding” in Section 2. It obstructs organizing “how to achieve” (the way of function 
achievement in our methodology) separately from specialization of activity itself.  

The is-achieved-by relation in our work is a kind of the parthood relation between 
functions. Parthood has been extensively investigated in the formal ontology research. 
For example, DOLCE ontology includes formal specifications of parthood (and other 
fundamental concepts) [37].  

A great deal of work on domain ontologies in the engineering domain has been 
done [4,10,11,23,24]. We concentrated on “ontology as meta-knowledge”, which pro-
vides knowledge authors with constraints and guidelines on capturing the target 
world, though pioneering work [10] in ontological research and extensive work in 
semantic web research aimed at “ontology for agent communication” that contributes 
interpretabilities among agents. Borst et al. proposed PhysSys ontology as a sophisti-
cated lattice for ontologies for the engineering domain [11]. Although their’s did not 
include ontology for functionality, we focus on this. Ontological consideration on 
functionality can be found in the literature [4,23,24]. Chandrasekaran and Josephson 
identified a device-centric function and an environment-centric function [4]. Our defi-
nition of function is device-centric. 

Our main point was to clarify several relationships related to functionality, i.e.,  
(A) The teleological interpretation of behavior as a function (axis (a) in Fig. 1),  
(B) The is-a hierarchy of functions,  
(C) The is-achieved-by (part-of) relations among functions (axis (c) in Fig. 1, 

Fig. 3(a), Fig. 3(b), and Fig. 4),  
(D) The is-a hierarchy of ways of function achievement (Fig. 3(c) and Fig 5) 
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The relationship between function and behavior in (A) is similar to “means and 
ends” [19] , the F-B relationship [20], and “aims-means” (including design require-
ments as well) [3]. On the other hand, papers such as [21] define that “behavior” is 
how to achieve a function (C) where distinction between behavior and function is 
relative. De Kleer defines function as a causal pattern between variables [15]. We 
identified operational primitives as FTs to represent intentions and then gave them 
operational definitions. Many “verb+noun”-style functional representations (as in 
Value Engineering [22]) lack such operationality. The recent efforts toward a standard 
taxonomy for engineering functions by the NIST Design Repository Project [14] are 
well established; however, they lack an operational relationship with behaviors and 
ontological specifications.  

Concerning the is-a hierarchy of functions (B), the few (4-16) generally-valid func-
tions [5] are too abstract to describe details of designer’s intentions. The hierarchy of 
“degree of abstraction” [3] for functions represents the specialization of functions 
with additional conditions. These conditions, however, sometimes include a specific 
way of function achievement such as “transportation by sea” [3] in the same manner 
as “welding” discussed in Section 2. We separated their conditions for specialization 
into specific attributes for the way of function achievement. Our functional concept 
ontology includes the functions proposed by Keuneke [17] and similar functions in 
flow-based functional modeling [18,19] .  

The ways of function achievement in (C) and (D) is similar to the “means” [12,13]. 
However, they treated a product-specific model [12] or generic knowledge without 
explicit organization [13]. We investigated how to organize conceptualized generic 
ways of achieving functions in (D). Similar ideas on generic patterns to achieve func-
tions are discussed in the literature [16,20,21]. As well as functional decomposition, 
the design prototypes [16] include structural decomposition and the function proto-
type [20] has physical feathers. Our description of ways tries to maximize generality 
by pointing out partial (and abstract) information on structure and behavior. Generic 
patterns or so-called design catalogs (e.g., in [5]) mainly concentrate on mechanical 
pairs. Generic teleological mechanisms (GTM) are modified in design based on anal-
ogy [21]. In our approach based on a limited set of functional concepts, the ways of 
function achievement are organized in is-a hierarchies (D). Designers can explore 
them on several abstract levels explicitly.  

The TRIZ (TIPS) theory provides some patterns (or strategies) for inventions based 
on contradiction between two physical quantities [38]. We did not concentrate on de-
sign strategies but on the modeling schema. The TRIZ theory also pays attention to 
physical principles (effects), although we established a clear relationship between 
physical principles and functional structures. 

Limitations with Ontologies and Application Domain 
We cannot claim the completeness of concepts in our functional concept ontology. 
We applied the ontologies to modeling power plants, chemical plants and appliances 
as well as manufacturing machines. The models include changes in thermal energy, 
flow rate, ingredients of fluids, and force and motion of objects [7]. The current func-
tional concept ontology can describe simple mechanical products, although it does not 
cover static force balancing and complex mechanical phenomena based on the shapes 
of objects.  
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7. Summary 

An ontology-based knowledge modeling methodology was reported. It is domain-
specific but is basically applicable to a great deal of knowledge about artifacts from 
the important viewpoint of functionality. It has been deployed successfully in indus-
try. This paper discussed the detailed modeling process from specific models to ge-
neric knowledge in is-a hierarchies. The modeling steps and the guidelines based on 
ontologies help knowledge authors describe sharable knowledge clearly. 

Our ontologies are operationally defined in an ontology editor as shown in Section 
3. Using the editor, when a knowledge author describes a model or generic knowl-
edge, the editor can check models against constraints defined in the ontologies (see 
[32] for detail). However, the current SOFAST software does not support such onto-
logical constraints. Such functionality is being planned.  
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